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Abstract

Wearable computing, where users can wear computers anywhere and at any time, is slowly becoming a reality because of recent technological advancements. When users access various services in wearable computing environments, they want to define new services by themselves. Therefore, we propose a new framework for constructing context-aware applications in wearable computing environments. Our framework, called Wearable Toolkit, consists of an event-driven rule processing engine and tools to develop applications. By using our framework, we can define and customise services anywhere and at any time. We found our system helps to create context-aware wearable services from the results we obtained by evaluating it.

1. Introduction

The down sizing of portable computers has attracted a great deal of attention to the field of wearable computing. There are many wearable computing systems such as those in health care that monitor user behaviours[1], information-presentation systems for motorbike races[2], context-aware man navigation systems[3], and systems for supporting assembly and maintenance tasks[4]. Wearable computing can provide effective and attractive services compared with the use of conventional desktop/mobile devices. People’s daily lives can especially be improved by wearable computing technologies because wearable computers have detailed information about their users. However, to provide effective services that are highly personalised, the system needs new models for constructing services and programming.

We focused on end-user programming for wearable computing in this research. Wearable computer users frequently want to construct trivial services. For example, when someone in a bookstore wants to buy a book but they do not have enough money, they want to construct a reminder service where “Alert to buy it when they are next in close proximity to the bookstore”. In this definition, the condition (in close proximity to the bookstore) and the action (alerts to buy the book) should be defined dynamically at the site where they discovered the idea of service. Therefore, wearable systems need a mechanism that will describe services on site. Moreover, since these services are advantageous to the general public who are not familiar with programming, the system needs to provide an interface enabling them to implement services easily.

We propose Wearable Toolkit for users to achieve on-site programming. It includes a rule processing engine and several tools, and we can easily construct various services without any knowledge of context awareness or programming languages. We carefully extract the requirements for the system to attain on-site programming, and we implement the extracted functions in the system. Several people actually used our mechanism to construct wearable services, and we demonstrated the effectiveness of the system through actual use and results obtained from evaluation.

The remainder of this paper is organized as follows. Section 2 describes the requirements for on-site programming and presents related work. Section 3 explains the design of the proposed framework, and Section 4 describes the context-definition tool. Section 5 explains the actual use of our system and some evaluation results that confirm its effectiveness. Section 6 is the conclusion and also discusses future work.

2. Requirements for On-site Programming

Below are other examples for programming on site.
- Someone wants to display a map for a destination on HMD when they go on a trip. Since it is annoying to always display the map, they construct a service where the map is only shown on HMD when they are standing.
- Since sitting for many hours is not healthy, someone can implement a service that reminds them to have a brisk workout every two hours.
- Since people often forget where they put their cell phone, they can construct a service to remember where and when they last removed it from pocket.
- When users receive an email from someone who is not important, they can stop future emails from that person being shown on their HMD.

Note that we define services as parts of applications on a wearable computer. To accomplish this kind of service programming in wearable computing environments, the system needs to fulfill three requirements:

1. A programming model for easy implementation
2. Dynamic modifications to services when system running
3. On-site context definitions

Since users implement services anywhere and at any time, the system should allow them to implement them simply and easily to fulfill the first requirement. The services in wearable computing are usually expressed as a set of events (e.g., arrival at a bookstore) and action (e.g., showing a map). This means that an event-driven architecture is suitable for describing services for wearable computing. Moreover, since complex descriptions are not suited to on-site programming, we should employ a simple but flexible model.

Requirement 2 means that it is important not to stop the system even when new services are installed. Users in on-site programming environments frequently add/delete/modify services. However, there are important services running in the system, such as a service for sensing vital information.

The last requirement means that the system needs a function to define a context, which becomes a trigger to activate a service, easily on site. As the above service examples, there are various contexts triggering services and it is difficult to define all possible contexts beforehand. Therefore, the system needs a function to define contexts according to current situation.

The purpose of our research was to construct a system platform that fulfills these three requirements. However, there have been many activities on toolkits for constructing context-aware applications for wearable/ubiquitous computing. One representative example is the MITThril project that was aimed at constructing a platform for wearable computing[5]. It provides APIs to support context-recognition and hardware management. In addition, the Context-Toolkit[6] is a well-known toolkit for constructing context-aware applications. Using three layerd model in Context-toolkit, a programmer can construct context-aware applications without considering the change in using sensors. TEA System[7] can generate a threshold to recognize user context from stored information by carrying with a sensor-enabled TEA board. The main purpose of these systems is to reduce the load on application programmers by abstracting acquired sensor data, and they do not fulfill our requirements. It is difficult for the general public to implement services on site even if they use such platforms.

As an example of end user programming, a CAPpella is notable system[8]. It achieves an end user context definition like our context tool. However, since this system needs to decide recognition window and to select sensors when defining a context, it is difficult to use with many sensors or complex contexts. In other words, when using a CAPpella for defining contexts supposed in this paper, the recognition rate is low as shown in Beginner-Manual in Table 6 because a CAPpella is like the manual mode of our context tool. Moreover, programming model and dynamic modification are not considered in a CAPpella.

3. Wearable Toolkit

Here, we propose a new platform that fulfills the three requirements. We call the platform Wearable Toolkit, which includes a rule processing engine and related tools for on-site programming, as shown in Fig. 1. Rule Engine is the most important part of this toolkit, which is an engine for processing event-driven rules. GUI/text based Rule Editors are tools for defining rules. GUI builder and Flash GUI Loader are tools for designing GUIs. Debugger is a monitoring tool for Rule Engine, and Context Definition Tool is an on-site context definition tool. The Plug-in Development Kit is a development kit for programmers who want to enhance the functions of Rule Engine directly. People usually use Rule Engine, Context Definition Tool, and GUI based Rule Editor for on-site programming.

3.1. Rule Engine

Rule Engine is a core part of the toolkit and Fig. 2 has a processing image of it. It works as a middleware on Windows OS, and it manages wearable devices via plug-ins to enable flexible configuration of devices. Services are described as a set of event-driven rules to make services autonomous and simple. Note that this
Rule Engine is an enhanced version of the wearable system we proposed in earlier research [9].

All services are represented as a set of ECA (Event, Condition, and Action) rules, which is a behaviour-description language in database systems. Each ECA rule consists of three parts: an Event, a Condition, and an Action. The first describes an event occurring in the system, the second describes the conditions for executing actions, and the third describes the operations to be carried out. Using ECA rules, we can configure services flexibly and simply by adding/deleting/modifying rules dynamically, and this means our system fulfills requirements (1) and (2). Moreover, since actions can generate new events, complex behaviours can be achieved by chaining ECA rules.

Figure 3 shows the syntax of ECA rule, where Event-type describes an event name that triggers this rule. Conditions specifies those for executing the following actions, and we can use AND/OR operators in Conditions to describe complicated conditions. Actions specifies executing operations. We can also use three system parameters: NEW, OLD, and CURRENT. NEW and OLD are provided for each occurring event, and they store a snapshot of information after/before the event occurs. The system provides current information as CURRENT. Events and actions are defined by plug-ins, which are extension modules. In other words, we can use new events and actions by adding plug-ins. By employing such a plug-in mechanism, we can enhance functions such as adaptation to a new device by adding a plug-in.

Table 1 lists some of the already implemented plug-ins, and Table 2 lists details on GPS plug-ins and System-info plug-ins as examples. Note that our plug-in mechanism allows multiple plug-ins to generate the same event. For example, all direction tracking devices (e.g., a geomagnetic sensor and a gyro sensor) can generate ROTATE events when they detect a change in directions. The system can handle user activity in a common format as a result of this abstraction mechanism. We can add functions to the system by implementing a new plug-in in C++, Java, Flash, and all .NET languages such as C#.

Figure 4 shows an example of a service description.
Figure 4. Example of ECA Rule

These three rules achieve a context-aware phone service. When the system detects an incoming call and the current context of user is “stand”, the StandingContext rule and the SkypeAccept rule notify of the incoming call and post a query if the user answers the call. The RunningContext rule permits the answering machine to pick up when the user is running.

3.2. Context Definition Tool

To implement the services on site, the system should provide a function where a user can define a new context as an event. As defined in previous researches, context means any information that can be used to characterise the situation of entity[6]. Context can be defined in various expressions such as ‘walking’, ‘riding a bike’, ‘awake’, ‘10 minutes from now’, and ‘receiving email’. Most contexts, especially in wearable computing, are determined by characteristic values from multiple sensors. Here, ‘sensors’ include not only hardware sensors such as acceleration sensors, but also mail clients that detect mail arriving. The characteristic value is that calculated from raw sensing data such as average, variance, maximum value, minimum value, and DP-matching results. For example, ‘current position is a train station’ can be translated as the current values of latitude and longitude acquired from GPS are sufficiently close to the values already registered as the position of the station. Table 3 lists examples of contexts and characteristic values that explain these contexts. A user must determine suitable sensors and the characteristic values for each sensor to define a context correctly, and it is also difficult for the general public to determine the window size for calculating characteristic values.

Our toolkit has a context definition tool to resolve the difficulty with context definitions. Fig. 5 shows a snapshot of the tool, where the acquired sensor data are shown at the left in real time. A programmer directly selects the window size in this area when defining a context, and he/she selects one or multiple characteristic values from the list at the right-hand neighbour. The other side has an interface to register context and presents the real-time recognition results. This tool can manage various types of sensors at the same time, and it is easy to add a new sensor by adding its definition. It is managing three 3-axis acceleration sensors, a direction sensor, an angular velocity sensor, a GPS, a temperature sensor, a humidity sensor, a timer, and an RF-ID tag reader in the figure.

When a user who knows about context defines the current situation as a context using this tool, the procedure for context definition is as follows:

1) The user pushes the ‘stop’ button to take a snapshot of the current situation.
2) The user selects appropriate sensors suited to recognizing the intended context.
3) The user determines the window size and a set of characteristic values for each selected sensor.
4) The user pushes the ‘register’ button and gives the context a name.

Compared with the conventional process to define a context, we can directly select sensors, window size, and characteristic values with GUI, and defined
contexts can be used as events in the ECA rule for the rule engine. The ease with which context-aware applications are constructed is drastically improved with this tool. However, it is still difficult for the general public to define a context, especially with Steps 2 and 3. Consequently, we propose an automatic selection algorithm for sensors, characteristic values, and learning window size. Using our proposed algorithm, the procedure is reduced to the following three steps:

1) The user pushes the ‘stop’ button.
2) He/she answers a few questions from the system.
3) He/she gives the context name.

Note that the questions in Step 2 are not too technical. Therefore, anyone can easily define a context using our tool. This function is attained by a combination of variance-based situation clustering and a question-answering interface.

Variance-based situation clustering. The system needs to recognize the window for the user’s intended context for automatic context definition. As far as the acceleration sensors are concerned, three types of situations have been considered.

1) Static conditions such as sitting: the sensor data does not change so much. Suitable characteristic values are the instantaneous value or the average.
2) Continuous movements such as walking: the sensor data changes according to certain patterns. Suitable characteristic values are the average and the variance.
3) Short duration motions such as jumping and gestures: the sensor data changes irregularly. Suitable characteristic values are the raw waveform for DP matching.

Considering these situations, the system extracts the window for learning in three steps:

1) Calculate variance $v$ in the short period.

$$v(t_1, t_2) = \frac{1}{N} \sum_{k=t_2}^{t_1} x(k)^2 - \left( \frac{1}{N} \sum_{k=t_2}^{t_1} x(k) \right)^2$$

2) Calculate difference $d(t)$ between two sequential periods.

$$d(t) = v(t+\delta, t) - v(t, t-\delta)$$

The points where $d(t)$ is larger than threshold $T_d$ become candidates for the boundary of the learning window.
3) The system extracts a minimal window larger than threshold $T_w$.

Next, by evaluating the length of the extracted window and the variance in data in the window, the system clusters the extracted situation into one of the three situations. More concretely, if the window is short enough, the system rates the situation as a short term motion. Otherwise, if the variance in data in the window is sufficiently small, it rates the situation as a static condition.

Question-answering interface. Where a user takes some action such as making a gesture or reading an RFID tag, it is easy to specify the sensors for representing contexts. However, there are several sensors the system cannot find if the user’s intended context includes the value of the sensors. For example, it is difficult to estimate if sensors whose values do not change drastically, such as GPS and temperature sensors, should be included for calculating contexts.

Therefore, we employed a question-answering interface. The system poses a few questions to the user to specify the sensors to be extracted. Researchers on context-awareness prepare questions, and the system dynamically configures the flow of questions taking the combination of sensors into consideration. Figure 6 shows the question flow when acceleration sensors, a GPS, a temperature sensor, and an RFID tag reader are used. Note that as users only need to answer Yes/No, this is not difficult for the general public.
The system can define a context automatically by using these functions.

3.3. Rule Editor

We have provided two types of ECA rule editors, i.e., a text-based editor and a GUI-based editor. The text-based editor enables users to directly input ECA rules. Experienced people can rapidly implement applications using this editor by using several supporting functions such as detecting syntax errors in real time and pop-up displays for inputting candidates. However, a user can construct services by merely clicking a panel and inputting various parameters in a dialog box using the GUI-based editor shown in Fig. 7. This makes it easy for general public to describe rules.

4. Implementation and Evaluation

We implemented a Rule Engine and several tools mainly with Visual C++ on a Windows 2003 server edition. Most tools were implemented as plug-ins of the Rule Engine. All tools were propagated at the Wearable Toolkit Web site[10].

4.1. Actual Use in Several Events

To demonstrate the flow for developing applications, we planned one large social event called the ‘Mobile Nature Rally in EXPO’80 park’, where users walked around certain locations. Each location had a unique Visual Code (See Fig. 8). They read a code on their computer, and a quiz for the location was displayed. After answering the quiz, the system recommended the next destination. The purpose of this game was to answer five questions and reach the goal. Participants who reached the goal received certification that included the quiz results, the consumed calories, and the route they had walked.

We implemented this service in six steps. Note that most parts of the process were done by one student who had almost no experience in programming.

1) Functional Design As noted above, the system needs to use four functions.
   (a) A function to record the position to obtain his walking route
   (b) A function to recognize user movement to accurately calculate his calorie consumption.
   (c) A function to control the system by using gestures.
   (d) A function to open a Web page according to a visual code being watched.
2) Device Configuration Considering the functions, he employed a wearable PC, a HMD, a camera, a GPS, and two 3-axis acceleration sensors.
3) Plug-in Selection He picked the following plug-ins to achieve the required functions; VCode, browser, SerialCom, and GPS.
4) Description of ECA Rules He described 25 rules to achieve all functions. Figure 9 shows a part of the described rules.
5) Context Learning Using the context tool, he registered several contexts such as walking, standing, sitting, and raising his right hand.
6) Debug He debugged the implemented service by actually using the system and debugger. He described the rules on site to modify the functions.

It took only 10 hours to complete all processes. Although a person who has no experience in programming cannot implement such a complex system with a conventional toolkit and middleware, the Wearable Toolkit enables anyone to implement the system by only describing the 25 rules. The system worked well and there were hundreds of participants in our event (it was reported in a national newspaper). From this actual demonstration of its use, it was clear that our toolkit was sufficiently practical and user-friendly.
4.2. Evaluation of Development of Services

We evaluated the time to construct three context-aware services with our toolkit to assess the cost of developing applications using the Wearable Toolkit.

1) A musical-instrument service through dancing that enables users to generate sounds by dancing.
2) A context-aware mobile phone service is shown in Fig. 4.
3) An intelligent digital-camera service that automatically takes photos when user shakes hands with other people, and stores the images with a timestamp.

The test subjects were four high-school students and three of them had no experience in programming. One (subject A) had two years of programming experience. After a one-hour tutorial, we assessed the time to implement services. The results are listed in Table 4. Note that the test subjects only used the reference manual and sample programs.

From the results, we found they could implement all services within a sufficiently short time using our system. There is an example of service descriptions in Fig. 10. Since services that are implemented on site are usually sufficiently simple, our toolkit has sufficient capabilities for on-site programming.

4.3. Evaluation of Context Tool

One of the remarkable features of our toolkit is its automatic definition of contexts in the context definition tool. However, if the automatically defined context is not sufficiently accurate in recognising contexts, the effectiveness of the features decreases. Therefore, we evaluated how capable the automatic definition of contexts was.

The test subjects were five researchers on context-awareness and eight lay people. These researchers had sufficient knowledge on context recognition and characteristic values for contexts. In the evaluation, each person defined nine contexts as listed in Table 5 in two ways, i.e., using the context tool without the automatic generation function and using the context tool with the function. After all contexts were defined, we evaluated the accuracy of context recognition by measuring the number of correctly recognised ratios when the test subjects repeatedly played these contexts.

The results of evaluation are shown in Fig. 11 and Table 6. The table lists the average recognition rates and characteristic-value matching rates for each situation. The latter evaluation criterion means the ratio between the selected characteristic values and the researchers manually selected values, which were the references to test the validity of value selection. The
figure shows the recognition rates for each context.

The results for beginners of using the automatic context definitions is clearly improved from manual definitions. This is because the higher matching rates achieve higher recognition rates. Therefore, this function can effectively be used by beginners. However, the results for automatic context definitions are still inferior to the experts' manual definitions. After carefully investigating the results, we found this was because the automatic definitions sometimes failed to extract the correct learning window. Since we employed a simple method of extracting the learning window, we should propose a more efficient method of extraction in the future.

5. Conclusion

We proposed a new framework to achieve on-site programming in wearable computing environments. We developed the Wearable Toolkit that includes a flexible ECA rule processing engine and several proficient tools for constructing services on site. The actual implementation of several services and the evaluation results confirmed our framework was effective. Moreover, we have started to propagate our toolkit on a Website. Its URL is http://wearable-toolkit.com. We hope the general public and not only researchers will use it to construct useful services. We plan to improve our toolkit based on its further use at actual events. Moreover, we intend to construct a repository to share plug-ins and rules on the WWW.
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